# Exercise: Data Types and Variables

Problems for exercise and homework for the ["C# Fundamentals" course @ SoftUni](https://softuni.bg/trainings/3836/programming-fundamentals-with-csharp-september-2022)  
You can check your solutions in [Judge](https://judge.softuni.org/Contests/1205/Data-Types-and-Variables-Exercise)

## Integer Operations

Create a program that receives four integer numbers.

You should perform the following operations:

* **Add** first to the second.
* **Divide** (integer) the result of the first operation by the third number.
* **Multiply** the result of the second operation by the fourth number.

Print the result after the last operation.

using System;

namespace \_01.\_Integer\_Operations

{

class Program

{

static void Main(string[] args)

{

int a = int.Parse(Console.ReadLine());

int b = int.Parse(Console.ReadLine());

int c = int.Parse(Console.ReadLine());

int d = int.Parse(Console.ReadLine());

Console.WriteLine((a+b)/c\*d);

}

}

}

### Constraints

* First number will be in the range [-2,147,483,648… 2147483647]
* Second number will be in the range [-2,147,483,648… 2,147,483,647]
* Third number will be in the range [-2,147,483,648… 2,147,483,647]
* Fourth number will be in the range [-2,147,483,648… 2,147,483,647]

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| 10  20  3  3 | 30 |  | 15  14  2  3 | 42 |

## Sum Digits

Create a program that receives a single **integer**. Your task is to find the sum of its digits.

For example: **12345** -> **1+2+3+4+5 = 15**

using System;

namespace \_02.\_Sum\_Digits

{

class Program

{

static void Main(string[] args)

{

int num = int.Parse(Console.ReadLine());

int sum=0;

while(num>0)

{

sum+= num % 10;

num /= 10;

}

Console.WriteLine(sum);

}

}

}

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 245678 | 32 |
| 97561 | 28 |
| 543 | 12 |

## Elevator

Calculate how many courses will be needed to **elevate n persons** by using an elevator of the **capacity of p persons**. The input holds two lines: the **number of people n** and the **capacity p** of the elevator.

using System;

namespace \_03.\_Elevator

{

class Program

{

static void Main(string[] args)

{

int people = int.Parse(Console.ReadLine());

int capacity = int.Parse(Console.ReadLine());

int courses = (int)Math.Ceiling((double)people / capacity);

Console.WriteLine(courses);

}

}

}

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 17  3 | 6 | 5 courses \* 3 people + 1 course \* 2 persons |
| 4  5 | 1 | All the persons fit inside in the elevator.  Only one course is needed. |
| 10  5 | 2 | 2 courses \* 5 people |

### Hints

* You should **divide** n **by** p. This gives you the number of full courses (e.g. 17 / 3 = 5).
* If n does not divide p without a remainder, you will need one additional partially full course (e.g. 17 % 3 = 2).
* Another approach is to round up n / p to the nearest integer (ceiling), e.g. 17/3 = 5.67 🡪 rounds up to 6.
* Sample code for the round-up calculation:
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## Sum of Chars

Create a program, which sums the ASCII codes of **n** characters and prints the **sum** on the console.

### Input

* On the **first** **line**, you will receive **n** – the number of **lines**, which will **follow**
* On the next **n lines** – you will receive letters from the **Latin** alphabet

### Output

Print the **total** **sum** in the following format:

"The sum equals: {totalSum}"

### Constraints

* **n** will be in the interval **[1…20]**.
* The **characters** will always be either **upper** or **lower**-case letters from the **English alphabet.**
* You will always receive **one** **letter** per **line.**

using System;

namespace \_04.\_Sum\_of\_Chars

{

class Program

{

static void Main(string[] args)

{

int n = int.Parse(Console.ReadLine());

int sum = 0;

for (int i = 0; i < n; i++)

{

char ch = char.Parse(Console.ReadLine());

sum += (int)ch;

}

Console.WriteLine($"The sum equals: {sum}");

}

}

}

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| **5**  A  b  C  d  E | The sum equals: 399 |  | **12**  S  o  f  t  U  n  i  R  u  l  z  z | The sum equals: 1263 |

## Print Part of the ASCII Table

Find online more information about [ASCII](http://www.ascii-code.com/) (American Standard Code for Information Interchange) and write a program that **prints part of the ASCII table** of characters at the console. On the first line of input, you will receive **the char index you should start with,** and on the **second line - the index of the last character** you should print.

using System;

namespace \_05.\_Print\_Part\_Of\_ASCII\_Table

{

class Program

{

static void Main(string[] args)

{

int firstCh = int.Parse(Console.ReadLine());

int lastCh = int.Parse(Console.ReadLine());

for (int i = firstCh; i <= lastCh; i++)

{

Console.Write((char)i+" ");

}

}

}

}

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 60  65 | < = > ? @ A |
| 35  49 | # $ % & ' ( ) \* + , - . / 0 1 |

## Triple s of Latin Letters

Create a program that receives an integer **n** and print all **triples** of the first **n small Latin letters**, ordered alphabetically:

using System;

namespace \_06.\_Triples\_of\_Latin\_Letters

{

class Program

{

static void Main(string[] args)

{

int n = int.Parse(Console.ReadLine());

for (char ch = 'a'; ch < (int)'a'+n; ch++)

{

for (char j = 'a'; j < (int)'a' + n; j++)

{

for (char k= 'a'; k < (int)'a' + n; k++)

{

Console.WriteLine($"{ch}{j}{k}");

}

}

}

// for (char k = 'a'; k <(int)'a'+ n; k++)

// {

// Console.Write(k);

// Console.WriteLine("");

// }

}

}

}

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3 | aaa  aab  aac  aba  abb  abc  aca  acb  acc  baa  bab  bac  bba  bbb  bbc  bca  bcb  bcc  caa  cab  cac  cba  cbb  cbc  cca  ccb  ccc |

### Hints

Perform 3 nested loops from 0 to n-1.
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For each iteration generate new letters

![](data:image/png;base64,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)

## Water Overflow

You have a **water** **tank** with a capacity of **255 liters**. On the next **n** lines, you will receive **liters of water**, which you have to **pour** into your **tank**. If the **capacity** is **not enough**, print "Insufficient capacity!" and **continue reading** the next line. On the last line, print the **liters** in the **tank**.

using System;

namespace \_07.\_Water\_Overflow

{

class Program

{

static void Main(string[] args)

{

int n = int.Parse(Console.ReadLine());

int tankCapacity = 0;

for (int i = 0; i < n; i++)

{

int a = int.Parse(Console.ReadLine());

tankCapacity += a;

if (tankCapacity > 255)

{

Console.WriteLine("Insufficient capacity!");

tankCapacity -= a;

}

}

Console.WriteLine(tankCapacity);

}

}

}

### Input

The **input** will be on two lines:

* On the **first** **line,** you will receive **n** – the number of **lines**, which will **follow**
* On the next **n lines,** you will receive **quantities** of water, which you have to **pour** into the **tank**

### Output

Every time you do not have **enough** **capacity** in the tank to pour the given liters, **print**:

Insufficient capacity!

On the last line, **print** only the **liters** in the **tank**.

### Constraints

* **n** will be in the interval **[1…20]**
* **liters** will be in the interval **[1…1000]**

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| **5**  20  100  100  100  20 | Insufficient capacity!  240 | **1**  1000 | Insufficient capacity!  0 |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| **7**  10  20  30  10  5  10  20 | 105 | **4**  250  10  20  40 | Insufficient capacity!  Insufficient capacity!  Insufficient capacity!  250 |

## Beer Kegs

Create a program, which calculates the volume of **n** beer kegs. You will receive in total **3 \* n** lines. **Every three lines** will hold **information** for a **single** keg. First up is the **model** of the keg, after that is the **radius** of the keg, and lastly is the **height** of the keg.

Calculate the volume using the following formula: π \* r^2 \* h.

In the end, print the **model** of the **biggest** keg.

### Input

You will receive **3 \* n** lines. Each group of lines will be on a new line:

* First – **model** – **string**.
* Second –**radius** – **floating-point** number
* Third – **height** – **integer** number

using System;

namespace \_08.\_Beer\_Kegs

{

class Program

{

static void Main(string[] args)

{

int n = int.Parse(Console.ReadLine());

string nameKeg = string.Empty;

double biggestVolume = double.MinValue;

for (int i = 0; i < n; i++)

{

string model = Console.ReadLine();

float r = float.Parse(Console.ReadLine());

int height = int.Parse(Console.ReadLine());

double volume = Math.PI \* Math.Pow(r, 2) \* height;

if(volume>biggestVolume)

{ biggestVolume = volume;

nameKeg = model;

}

}

Console.WriteLine(nameKeg);

}

}

}

### Output

Print the **model** of the **biggest** keg.

### Constraints

* **n** will be in the interval **[1…10].**
* The **radius** will be a **floating-point number** in the interval **[1…3.402823E+38].**
* The **height** will be an **integer** in the interval **[1…2147483647].**

### Examples

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Input** | **Output** |  | **Input** | **Output** |
| **3**  Keg 1  10  10  Keg 2  20  20  Keg 3  10  30 | Keg 2 |  | **2**  Smaller Keg  2.41  10  Bigger Keg  5.12  20 | Bigger Keg |

## \*Spice Must Flow

*Spice is Love, Spice is Life. And most importantly, Spice must flow. It must be extracted from the scorching sands of Arrakis, under the constant threat of giant sandworms. To make the work as efficient as possible, the Duke has tasked you with the creation of management software.*

Create a program thatg calculates the total amount of spice that can be extracted from a source. The source has a starting yield, which indicates how much spice can be mined on the first day. After it has been mined for a day, the yield drops by 10, meaning on the second day it’ll produce 10 less spice than on the first, on the third day 10 less than on the second, and so on (see examples). A source is considered profitable only while its yield is at least 100 – when less than 100 spices are expected in a day, abandon the source.

The mining crew consumes 26 spices every day at the end of their shift and an additional 26 after the mine has been exhausted. Note that the workers cannot consume more spice than there is in storage.

When the operation is complete, print on the console, on two separate lines, how many days the mine has operated and the total amount of spice extracted.

using System;

namespace \_09.\_Spice\_Must\_Flow

{

class Program

{

static void Main(string[] args)

{

int n = int.Parse(Console.ReadLine());

int production = 0, days = 0;

bool a = false;

while(n>=100)

{

a = true;

production += n;

production -= 26;

n -= 10;

days++;

}

if (a)

{

Console.WriteLine(days);

Console.WriteLine(production - 26);

}

else

{

Console.WriteLine(days);

Console.WriteLine(production);

}

}

}

}

### Input

You will receive a **number**, representing the **starting yield** of the source.

### Output

Print on the console, on two separate lines, how many **days** the mine has operated and the **total amount** of spice extracted.

### Constraints

* The starting yield will be a positive **integer** within the range [0…2147483647].

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Explanation** |
| 111 | 2  134 | **On day 1** we extract 111 spices and at the end of the shift, the workers consume 26, leaving 85. The yield drops by 10 to 101.  **On day 2** we extract 101 spices, the workers consume 26, leaving 75. The total is 160 and the yield has dropped to 91.  **Since** the expected yield is less than 100, we abandon the source. The workers take another 26, leaving 134. The mine has operated for 2 days. |
| 450 | 36  8938 |  |

## \*Pokemon

A Pokemon is a special type of pokemon which likes to Poke others. But at the end of the day, the Pokemon wants to keep statistics, about how many pokes it has managed to make.

The Pokemon pokes his target and then proceeds to poke another target. The distance between its targets reduces his poke power.

You will be given the poke power the Pokemon has, N – an integer.

Then you will be given the distance between the poke targets, M – an integer.
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**Every time** you **subtract M** from **N** that means you’ve reached a **target** and poked it successfully. **COUNT** how **many targets** you’ve poked – **you’ll need** that **count**.

The PokeMon becomes gradually more exhausted. **IF** **N** **becomes equal** to **EXACTLY 50 %** of its **original value**, you must **divide** **N** by **Y**, if it is **POSSIBLE**. **This** **DIVISION** is between **integers**.

If a division is **not possible**, you should **NOT** do it. Instead, you should continue **subtracting**.

**After dividing**, you should **continue** subtracting from **N**, until it becomes **less** than **M**.

When **N** becomes **less** than **M**, you must take **what has remained** of **N** and the **count** of **targets** you’ve poked, and print them as output.

**NOTE**: When you are **calculating percentages**, you should be **PRECISE** at **maximum**.

**Example**: 505 is **NOT EXACTLY 50 %** from 1000, its **50.5 %**.

using System;

namespace \_10.\_Poke\_Mon

{

class Program

{

static void Main(string[] args)

{

int N = int.Parse(Console.ReadLine());

int M= int.Parse(Console.ReadLine());

int Y = int.Parse(Console.ReadLine());

int targets = 0, firstN = N; ;

while(M<=N)

{

N -= M;

targets++;

if(2\*N==firstN)

{ if (Y != 0)

{ N /= Y; }

}

}

Console.WriteLine(N);

Console.WriteLine(targets);

}

}

}

### Input

* The input consists of **3 lines**.
* On the **first line,** you will receive **N** – an **integer**.
* On the **second line,** you will receive **M** – an **integer**.
* On the **third line,** you will receive **Y** – an **integer**.

### Output

* The output consists of **2 lines**.
* On the **first line,** print **what has remained** of **N**, after **subtracting** from it.
* On the **second line,** print the **count** of **targets**, you’ve managed to poke.

### Constrains

* The integer **N** will be in the **range** **[1…2000000000].**
* The integer **M** will be in the **range** **[1…1000000].**
* The integer **Y** will be in the **range** **[0…9].**
* Allowed time / memory: **16 MB / 100ms**

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 5  2  3 | 1  2 | N = 5, M = 2, Y = 3.  We start **subtracting** **M** from **N**.  **N – M = 3**. **1** target poked.  **N – M = 1**. **2** targets poked.  **N < M**. We print **what has remained** of **N**, which is **1**.  We print the **count of targets**, which is 2. |
| 10  5  2 | 2  1 | N = 10, M = 5, Y = 2.  We start **subtracting** **M** from **N**.  **N** **–** **M** = **5**. (N is still not less than M, they are equal).  **N** became **EXACTLY** **50 %** of its **original value**.  **5** is **50 %** from **10**. So we divide **N** by **Y**.  **N / Y** = **5 / 2** = **2**. (**INTEGER DIVISION**). |

## \*Snowballs

Tony and Andi love playing in the snow and having snowball fights, but they always argue about which makes the best snowballs. They have decided to involve you in their fray by making you write a program, which calculates snowball data and outputs the best snowball value.

You will receive N – an **integer**, the **number** of **snowballs** being made by Tony and Andi.  
**For each snowball** you will receive **3 input lines**:

* On the **first line,** you will get the snowballSnow – an **integer**.
* On the **second line** you will get the snowballTime – an **integer**.
* On the **third line,** you will get the snowballQuality – an **integer**.

**For each snowball** you must **calculate** its snowballValue by the following formula:

(snowballSnow / snowballTime) ^ snowballQuality

In the end, you must print the **highest** calculated snowballValue.

### Input

* On the **first input line,** you will receive **N** – the **number** of **snowballs**.
* On the **next N \* 3 input lines,** you will be receiving **data** about **snowballs**.

### Output

* As output, you must print the **highest** calculated snowballValue, by the formula, **specified above**.
* The output format is:   
  {snowballSnow} : {snowballTime} = {snowballValue} ({snowballQuality})

### Constraints

* The**number**of**snowballs** (N) will be an **integer** in **the range [0…100].**
* The snowballSnow is an **integer** in **the range [0…1000].**
* The snowballTime is an **integer** in **the range [1…500].**
* The snowballQuality is an **integer** in **the range [0…100].**
* Allowed working **time**/**memory**: **100ms** / **16MB**.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 2  10  2  3  5  5  5 | 10 : 2 = 125 (3) |
| 3  10  5  7  16  4  2  20  2  2 | 10 : 5 = 128 (7) |

using System;

using System.Numerics;

namespace \_11.\_Snowballs

{

class Program

{

static void Main(string[] args)

{

int N = int.Parse(Console.ReadLine());

BigInteger snowballValue = 0,maxValue=0;

int maxSnowballSnow = 0, maxSnowballTime = 0, maxSnowballQuality = 0;

for (int i = 0; i < N; i++)

{

snowballValue = 0;

int snowballSnow = int.Parse(Console.ReadLine());

int snowballTime= int.Parse(Console.ReadLine());

int snowballQuality= int.Parse(Console.ReadLine());

snowballValue = BigInteger.Pow((snowballSnow / snowballTime) ,snowballQuality);

if(snowballValue>maxValue)

{ maxValue = snowballValue;

maxSnowballSnow = snowballSnow;

maxSnowballTime = snowballTime;

maxSnowballQuality = snowballQuality;

}

}

Console.WriteLine($"{maxSnowballSnow} : {maxSnowballTime} = {maxValue} ({maxSnowballQuality})");

}

}

}